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1 Introduction

This publication serves to document the demonstration
lab software examples. The examples describe how to
configure and use the modules for users to get started
with the MC9S12HY Family of MCUs.

The examples included here illustrate a basic
configuration of the modules to allow users to quickly
start developing their own applications.

Complete code is available for all examples. This can be
downloaded onto an MC9S12HY 64 target such as the
DEMO9S12HY 64 demo board upon which this
demonstration lab is based.

Each module of the MC9S12HY Family has its own
standalone software and is discussed within the
respective section of this document.
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Setup

2 Setup

2.1 Tools Setup

NOTE

Before starting any of the module examples in this document, it is important
that you install CodeWarrior Development Studio and CodeWarrior for
Microcontrollers as described in the DEMO9S12HY 64 Quick Start Guide
that accompanies the demonstration board.

2.2 Board Setup

The following steps provide a basic configuration for each of the module examples in this document. Any
deviation from this basic configuration or any specific requirements for a module will be outlined in the
relevant module chapter.

1. The DEMO9S12HY 64 board should be configured with the default jumper settings as shown in
the DEMO9S12HY 64 Quick Start Guide that accompanies the demonstration board.

2. Connect an A/B USB cable to an open USB port on the host PC and the USB connector on the
DEMO9S12HY 64 demonstration board. Follow the on-screen instructions to install the necessary
USB drivers if required.

3. Move the ON/OFF switch (SW5) to the ON position.
4. The green "+5V" LED above the ON/OFF switch should illuminate.

3 Demonstration Lab Examples

3.1 CPMU Clocks

This lab example shows how to produce PLL based bus clocks using different clock modes of the CPMU
module. The example software initializes the PLL to run in default 8 MHz PEI mode, 12.5 MHz PEI mode,
32 MHz PEE mode, and 4 MHz PBE mode. The changes in bus clock can be observed via the pulse rate
of LED1 and the frequency can be measured by monitoring the ECLK signal (Bus clock) on an
oscilloscope.

3.1.1 Setup

The following steps should be completed before running the lab example:

Start CodeWarrior' ™ by selecting it in the Microsoft Windows Start menu.

From the CodeWarrior main menu, select File > Open and select SI2ZHY CPMU Demo.mcp file.
Click on the Open button. The project window will open.

NS

The C code of this demonstration is contained within the main.c file. Double-click on the file to
open it.
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3.1.2

Demonstration Lab Examples

. From the main menu, select Project > Debug. This will compile the source code, generate an

executable file, and download it to the demo board.

A new debugger environment will open. After the download to the demo board is completed, close
the debugger environment.

The PLL configuration is sent to the serial communications port on the DEMO9S12HY 64 board
(baud rate = 9600, data bits = 8, parity = N, stop bits = 1, Flow control = Hardware). Open a
terminal window on the PC with this configuration.

The bus clock speed is represented on pin 59 PH2/ECLK. The ECLK signal is equivalent to the
MCU bus speed and can be monitored by attaching an oscilloscope probe to pin 23 of the DS1
header.

Instructions

Follow these instructions to run the lab example:

1.

3.1.3

Hit RESET. The MCU is now running in it's default PEI mode with a bus clock frequency of
8 MHz.

Monitor the ECLK signal on the oscilloscope. ECLK will match the bus clock frequency. Observe
the LED pulse rate. Examine the PLL configuration on the terminal window.

. Hit RESET whilst pressing down SW1. The MCU is now running in PEI mode with a bus clock

frequency of 12.5 MHz.

Monitor the ECLK signal on the oscilloscope. ECLK will match the bus clock frequency. Observe
the LED pulse rate. Examine the PLL configuration on the terminal window.

Hit RESET whilst pressing down SW2. The MCU is now running in PEE mode with a bus clock
frequency of 32 MHz.

Monitor the ECLK signal on the oscilloscope. ECLK will match the bus clock frequency. Observe
the LED pulse rate. Examine the PLL configuration on the terminal window.

Hit RESET whilst pressing down SW3. The MCU is now running in PBE mode with a bus clock
frequency of 4 MHz.

Monitor the ECLK signal on the oscilloscope. ECLK will match the bus clock frequency. Observe
the LED pulse rate. Examine the PLL configuration on the terminal window.

Summary

The CPMU PLL has three modes, PLL Engaged Internal Mode (PEI), PLL Engaged External Mode (PEE),
and PLL Bypassed External Mode (PBE).

From reset, the bus clock is derived from the CPMU PLL using the 1 MHz internally generated reference
clock as it's source (PEI mode). This is the default clock mode from reset and will produce a bus clock of

8 MHz.

For further information on the CPMU module please refer to the following documentation which is
available at www.freescale.com.

MC9S12HY-Family Demonstration Lab Training, Rev. 0
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Demonstration Lab Examples

3.2

3.2.1

Application note titled Comparison of the SI2XS CRG Module with S12P CPMU Module

(document AN3622)

MCY9S12HY64 Reference Manual (document MC9S12HY 64RM)

Flash Programming Example

Flash Overview

The flash technology module (FTM- a 1.5T split gate transistor flash technology) contains program flash
(P-flash), and data flash (D-flash). P-flash is intended primarily for non-volatile code storage. D-flash is
used as basic flash memory for non-volatile data storage or non-volatile storage to support emulated
EEPROM or a combination of both. The user interfaces with this module via the following steps.

b .

5.

Set the flash clock divider (FCLKDIV).
Check the status of the Flash status register (FSTAT).
Make sure the command complete interrupt flag is set (CCIF=1).

Launch the appropriate flash commands (program, erase, verify and so on) via FCCOBIX and
FCCOB registers.

Check flash status register and that CCIF=1.

A flow chart of these steps is shown below:
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Demonstration Lab Examples

Read: FCLKDIV register

Clock Register Note: FCLKDIV must

Written be set after each reset
Check
| Write: FCCLKDIV register |
| Read: FSTAT register }(—
FCCOB

Availability Check

Access Error and

Write: FSTAT register

Protection Violation Clear ACCERR/FPVIOL 0x30
Check
Write to FCCOBIX register to
identify specific command
parameter to load.
|
Write to FCCOB register to load
required command parameter. <
More yes
Parameters?
Write: FSTAT register (to launch
command)Clear CCIF 0x80
|
| Read: FSTAT register |
Bit Polling for
Command Completion
Check

3.2.2 Code Example Explanation and Walkthrough

The user will note that this program is compiled and run from RAM, because sections of flash will be
erased in this example. The security information (OxFFOF) in the flash configuration field is not erased.

NOTE

If the security information is accidently erased, the part will be secured and
cannot be re-programmed until it is unsecured.

The file of interest is main.c. The purpose of this demonstration is to show:

* Launching a flash command.

MC9S12HY-Family Demonstration Lab Training, Rev. 0
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Demonstration Lab Examples

* Demonstrate programming and erasing of flash.

This example has been written with a series of user software breakpoints so that the only thing that has to
be done is to hit the Run ~| button.

On start-up, the debugger should begin the program in ‘main’.

3.2.3 Breakpoint 1 — Launch Flash Command — Filling P-Flash

The importance at this breakpoint is the LaunchFlashCommand function. This function is responsible for
exercising the flash block depending upon the flash command given. The flash commands are briefly
described in the flash.h header file and within the SI2HY reference manual, section 15.4, “Flash
Command Description.” Stepping through will take the user to the function below.

0
Function Name : LaunchFlashCommand
Engineer :
Date :
Argumnents
Feturn : |
Hotes ¢ Thi=z function does not check if the Flash is srased.
Thiz function doss not explicitly verify that the data has been
suces=fully programmed.
This function must be located in EAM or a flash block not
being programnmed .

tU08 LaunchFlashConmand (char params. tU0S command. tU0S8 cocobl, tUle ccobl, tUle ccob2, tUle ccob3d. tUle cocobd, tUl6 coobb)
if (FSTAT_CCIF == 1)
{

<% Clear any error flags#=s
FSTAT = (FPVIOL_MASE | ACCERR_MASE)

<% Write the command id » ccobl =

FCCOBIX = 0;
FCCOBHI = command:
FCCOBLO = coobl;
1f (++FCCOBIE | = params) {
FCCOB = ccobl: <% WUrite next data word to CCOB buffer. =7
if (++FCCOBEIX | = params)
FCCOE = cocobZ: ~% Write next data word to CCOB buffer. =~
if (++FCCOBIXE 1= params) {
FCCOE = coob3d; ~* Write next data word to CCOB buffer. =~
1f (++FCCOBLE = params) {
FCCZOB = ccobd; ~% Write next data word to CCOB buffer. %7
if (++FCCOBIX 1= param=)
FCCOB = cocobb: <% Write next data word to CCOB buffer. =
}
¥
+

1

FCCOBIX = params—1;

<% Clear command buffer empty flag by writing a 1 to it -

FSTAT = CCIF_MASE:

while {IFSTAT CCIF) { % wait for the command to complete =7
<% Return status. *~

1
return(FETAT) <% conmand completed *-
}
return(FLASH BIST) <% =ztate machine busy %~

Figure 1. Launch Flash command function

3.2.4 Breakpoint 2 - Launched Program Commands - Known Data

On entry of the second breakpoint, the memory maps have been set up to show the P-flash being erased
(OxFFFF state), then programmed with known parameters (0OxAAAA). All P-flash pages have been filled
with 0OxAAAA; 0x1400, 0x4000, 0xC000, and the PPAGE 0C-0F — 0x8000- 0xBFFF (local entry).

MC9S12HY-Family Demonstration Lab Training, Rev. 0
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D-flash P-flash P-flash P-flash P-flash

= memory:1 [C)[E)) Eena = B Elbte...

s A ERET A E R E

[ | I |

no4nn oo !: 01400 04000 FF FF AR L% FF FF FF FE®Wllozn00 oo oo FF PR
no404 an | 01404 04004 FF FF 2R A FF FF FF FE 0004 00 00 Q0 a0
00408 4] 01408 04008 FF FF 2% 2 0% FF FF FF FE 0s008 1F 00 a0 00
oo4aoc W[ — [Jo14ao0c 0400C FF FF ZL 2 FF FF 22 22 Wosooc DO 00 00 00
00410 a0 01410 04010 FF FF AR 2 0C010 FF FF A% A2 02010 00 00 00 00
00414 a0 01414 04014 FF FF AR A 0CZ014 FF FF AR RE 03014 00 00 00 00
00418 a0 01418 FF FF FF 0401% FF FF 2L 2 0CO01% FF FF A% AR 03012 00 00 33 20
n041c jui] 0141C FF¥ FF FF 0401C FF FF AR A QCO0lC FF FF FF FE 0301C 00 00 40 00
00420 a0 01420 FF FF FF 04020 FF FF 2% 2 0coz20 FF FF FF FE 05020 93 81 4C 00
00424 28 01424 FF FF FF 04024 FF FEF 22 2 0C024 FF FF FF FE 0z024 00 00 32 00
00423 2R 01425 FF FF FF 04023 FF FF 22 2 0C023 FF FF FF FE 0Z028 00 00 00 00
nndac on 0142C FF FF 24 0402C FF FF 22 2 0Co2C FF FF FF FE 0z02C 00 00 00 00
a0430 a0 01430 2 04030 FF FF AL & QC030 FF FF FF FE 05030 00 00 00 a0
00434 [aa] 01434 04034 FF FF 22 2 0C034 FF FF FF FE 02034 5F 00 00 78
0043z oo 01438 04033 FF FF 2% 2 0Cco3s 08038 00 80 00 00
0043C ia] 0143C 0403C FF FF 2% 2 aCo3c 0803C 40 00 00 00
00440 oo 01440 04040 FF FF AR R QCo4o0 02040 00 00 00 00
00444 oo 01444 04044 FF FF AR A 0Co44 03044 00 00 00 00
00443 jui] 01443 04043 FF FF AR A 0Co4s8 03042 00 00 00 00
nnd44c on 0144c 0404C FF FF 2% 2 OC04C : 0204C 00 00 00 Aad
0450 [u]li} 01450 FF FF An 04050 FF FF AR 2 gCcos0 AR AR FF FE 08050 00 00 00 a0
00454 oo 01454 FF FF AR 04054 FF FF 22 2 0C054 FF FF FF FE 08054 00 00 00 00
00458 on 01458 FF FF LL 040532 FF FF 22 2 0C058 FF FF FF FE 05038 00 00 00 00
an4sc oo I 0l4sC FF FF 0403C FF FF 22 & QCOsSC FF FF FF FE OS05C Q0 00 00 a0
00480 00 I 01480 FF FF 040&0 FF FF AR B 0C0&0 FF FF FF FE 08060 00 00 00 00
00484 00 . 01484 FF FF . 04dgd FF FF AR Av 0C0&4 FF FF FF FEv 0Z084 00 00 00 00
oo - - — = — ' WNANAE FF FF XL 2 Nr-NAT TF _FE _FF _TE L B T W U B R N

Figure 2. The memory maps showing real time erasing and programming

The user will note that 0x8000, the P-flash window will show different content depending on the PPAGE.
When the programming has occurred, check PPAGE C-F by entering the character in the PPAGE register.

& Register
[HC12 | Auto
p [ o a 0 B | o
IXx [2BBB I¥| 0 o o e e
1| 2B3a Bc [2B3a leeacE [ 0 |
sP [397D cCCR | SxBINZWC T~ T
—_—

By altering the PPAGE, the user can see the 64k windows of programmed information at 0x8000.

3.2.5

Same as before, except the data being written to the P-flash is different; the data written is the actual
addresses of the P-flash.

Breakpoint 3 - Launched Program Commands - Address Data

MC9S12HY-Family Demonstration Lab Training, Rev. 0
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3.2.6 Breakpoint 4 - D-flash - Launched Program Commands

The same functions are used but will now perform activity on the D-flash. The only differences to the flash
command function is the memory address issued and flash commands — in other words, D-flash instead
of P-flash.

The end of the demonstration is indicated by the LEDs on the EVB being toggled. This example does not
re-program the device to default, this will happen on the next re-load of a program by allowing NVM
erasing.

3.2.7 Summary

The demonstration software has shown how to initialize the flash command to perform programming,

erasing, and erase verify on both the P-flash and D-flash. It is vital that the flow diagram is followed for
correct operation. Deviation from this could cause errors when working with the P/D-flash. Although this
demonstration did not include it, it is good practice to verify that the correct data has been programmed to

the flash.

3.3 Emulated EEPROM Driver

3.3.1 Emulated EEPROM Overview

Electrically Erasable Programmable Read-Only Memory (EEPROM), which can be byte or word
programmed and erased, is often used in automotive electronic control units. This flexibility for program
and erase operations makes it suitable for data storage of application variables that must be maintained
when power is removed and needs to be updated individually during run-time. For the devices without
EEPROM memory, the page-erasable flash memory can be used to emulate for EEPROM through
EEPROM emulation software.

The EEPROM emulation driver for SI2HY implements the fixed-length data record scheme emulation on
split gate flash. The EEPROM functionality to be emulated include organizing data records, initializing
and de-initializing EEPROM, reporting EEPROM status, reading and writing data records.

Four or more sectors shall be involved in emulation with a round robin scheduling scheme.

3.3.2 Code Example Explanation and Walkthrough
The file of interest is NormalDemo.c where the 'main' function resides. The purpose of this demonstration
is to show how:
* The D-flash is initialized for EEE.
» The active and alternative sectors are assigned.
» The active sector is filled and swapped (and erased) with an alternative sector.
In an application only, the last point above is of relevance — the D-flash would be continually read and

written to and sectors would be copied, swapped, and erased. This example has been written with a series
of user software breakpoints so that the only thing that has to be done is to hit the Run ~*! button.

MC9S12HY-Family Demonstration Lab Training, Rev. 0
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On start-up, the debugger should begin the program in 'main’

wold main(void)

{E
UINT148 returnCode;
UINT14& readfddr;

UINT1l& erasingCycles;
UINTIl4 tenp[EED DATZ VALUE_SIZE/EED MIN FROG 3IZE] = {®HO,0,0M };
UINIZE i,3:

3.3.3 Breakpoint 1 — Erase the D-flash

f* This erases the D-Flash sectors used for EED. The entire emulated EEPROM
from EED FLASH START ADDRESS to EED FL ND RDDRESS i3 erased. */

asm BGHD;

S* User breakpointl - the functicon below will erase the D-flash */

Aif {EEL_OK != returnCode)
[E
ErrorIrap();
A
=}
* Wait until DeinitEeprom i3 done *

while (BUSY == EE_Status)

On selecting the run button, the first software breakpoint will be hit. Breakpoint 1 stops at the function
which is responsible for initializing the D-flash. This function erases and assigns the physical D-flash
which shall be used for EEE. The user will notice that the selected D-flash (0x400, 0x500, 0x600, 0x700)
will be in the erased state.

3.3.4 Breakpoint 2 — Initialize the Active and Alternative Sectors

a3m BGHD;
/* User breakpoint 2 - the function below will write FACFO000 to Rctiwe sector and FFFFO0000 to al
recurnCode = FSL InitEeprom(); /* initilise EEFROM */

f* Hit run to the next acftware breakpoint, where firat record will be written */

Aif (EED CK != returnCcde)
{E
ErrorIrap()
@
S* Wait until InitEeprom i3 done */
whilecEUStq== EE_Status)
{E

AFSL_EEin();

The D-flash has now been erased and will have to be arranged as active and alternative sectors. This
software driver requires that at least two alternative sectors are available. This is to deal with any brownout
or dead sector situations. The 'FSL_InitEeprom' function initializes the two sectors at location 0x4400 and
0x4500 to 'active' and the remaining sectors 0x4600, 0x4700, and 0x4800 to 'alternative'. On completion,
the active sectors are defined by 0OxXFACF0000 and alternative are defined by OxFFFF0000.

MC9S12HY-Family Demonstration Lab Training, Rev. 0
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3.3.5

Active Sectors Alternative Sectors

Breakpoint 3 — Write First Data and ID Record

1
@f
gam BGND;
f*3oftware breakpoint 3 - the function below will write the firat data record and ID*/

r--‘:tur:n::'-::ir: = F5L WriteEeprom{DATA ID
Aif (EED_CK != returnCcde)
B
ErrorIrap();

=

S* Wait until WriteEeprom ia done */
while {BUSY"1 == EE_3tatus)

(=

FSL Mai H
A  Main()

The data to be written is defined within a header file — 0x10. When executed, this function will write the
data 0x10 and will assign this with a record ID of 0x01. The ID size is 2 bytes and the data size has been
configured to 6 bytes. The specific EEE user guide explains how to set the data size.

00400 EA GE Q@ 00 ....
Data Record 00404 e - 'I“Z"—%I:—I'I
00405 00 10700 0l |qeee  IDRecord
0040c TETE FTET ...
00410 FF FF FF FF ....
00414 FF FF FF FF ....
00418 FF FF FF FF ....
0041C FF FF FF FF ....
00420 FF FF FF FF ....
00424 FF FF FF FF ....

MC9S12HY-Family Demonstration Lab Training, Rev. 0
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3.3.6 Breakpoint 4 — Completely Write the Active Sectors

gam BGNL;
/* software breakpoint 4 - the firat record has been written and the function below will write tl

f* It will loop here until all the actiwve 3sectors are filled*/

:':E:A( SRS <= EED MAX_RECORD_NUMBER: i++)
{

f::cﬂj = Djj < (EED _DATZA VALUE_SIZE/EED MIN FROG_3IZE) ;Aj++3
[E
@
returnCode = F5L_WriteEeprom(i, temp):
if (EED QK != returnCode)

{E

temp[j] = 1 + DATAR VRAIUE:

This writes data records such that the active block is completely filled. The next write after the loop will
cause a swap. The active sectors at 0x400 and 0x500 have been filled since the code executes a for loop
until it reaches the end of the second active sector.

00400 EA CF 00 00 A Woosoo Al A
00404 00 10 00 10 .... 00504 00 0 A
00408 00 10 00 01 00508 00 0 B
0040C 00 11 00 11 0050C 0.0 0 3B
00410 00 11 00 01 00510 0 0 4c
00414 00 12 00 12 00514 1.1 0 3C
00418 00 12 00 02 00518 I 005 4D
0041C 00 13 00 13 0051C 20 00s 3D
00420 00 13 00 03 .... 00520 sz 003 33 - ’
00424 00 14 00 14 .... 00524 .3.3 0060 --4—— Beginning of first
00428 00 14 00 04 .... 00s28 3.2 0080 i3 alternative sector
0042C 00 15 00 15 .... 0052C .4.4 [a]ul3 F
Active Sector 00430 00 15 00 05 .... 00530 4.5 0 £
Completely filled (red) 00434 00 16 00 16 .... 00534 5.5 0 F
00438 00 1e 00 O& .... 00538 5.% a0 F
0043C 00 17 00 17 .... 0053C 6.8 0 F
00440 00 17 00 07 .... 00540 6.5 0 F
00444 00 18 00 18 .... 00544 0 F
00448 00 18 00 OE 00548 Tl 1] F
0044C 00 19 00 19 .... 0054C g 0 F
00450 0 00550 { 0 F
00454 00 1A 00554 9.9 0 ¥
00458 00 00558 9.) 0083 3
0045C 00 0055¢ : 0083 FF FF
00460 00 1 vl [LE] .* @loos3c =F FF IF FF

3.3.7 Breakpoint 5 — Sector Swap

Now that the active sectors have been completely filled, the next record write will only occur after a new
active sector has been created. This is a two-stage process, firstly all the records from the first active sector
are copied to the first available alternative sector — in this case, data and ID records from 0x400-0x499
are copied to 0x600. Secondly, the sector at 0x400 is erased and becomes a new alternative sector. Notice
on the new alternative sector, it begins with OXFFFF0001.

MC9S12HY-Family Demonstration Lab Training, Rev. 0
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FA 2 M005DC 00 4A 00 4R .J.J 9
00 F 00SE0 00 4R 00 3 .J.:
00 2F 5 00SE4 00 4B 00 48 .K.K
. 0 00 30 00 30 .0.0 00SEE 00 4B 00 38 .K.:
Old active ) 00 30 00 20 0. 00SEC 00 4C 00 4C .L.L
0 00 31 00 31 .1.1 00SFO 00 4C 00 3C .L.<
sector now 00 31 00 21 .1.! F MM
00 32 00 32 .2.2 F M=
becomes 00 32 00 22 .2." 05E Records
. 00 33 00 33 .3.3 A
alternative 00 33 00 23 .3.# copied
00 34 00 34 .4.4
00 34 00 24 .4.5 080
00 35 00 35 .5.5 0610
00 35 00 25 .5.% 0 :
00 36 00 36 .6.6 :
00 36 00 26 .6.& g :
00 37 00 37 .7.7 00620 14 00 04
00 37 00 27 .7.' 00624 15
00 38 00 38 .8.8 nos2e 05
00 38 00 28 .8.{ n0&2¢ 16
00 39 00 39 .8.9 00630 0 06
00 38 00 29 .9.) 00634 17 00 17
00 SA 00 3A .:.i 00838 7 00 07
00 3A 00 2A + g lloossc 0 18 ol B i

The process described whereby the sectors are being filled, copied, and erased will continue through an
application, such as an odometer for example. When power to the application is lost, the data is stored in
the D-flash and is easily read.

3.3.8 Breakpoint 6 — Reading EEE and Erase

a3m BGND;
[/* software breakpoint & - Rctive sector swapped. The code below will read and then re-program the
/* This reads the data with Data ID 0x0l. The record is read from the cache table if EED CACHETABLE

returnCode=F5L ReadEeprom (DATL ID ONE, sreadiddr):

Ai:‘ (EED_CKE != returnCode)
{H
ErrocrIrap():
else
=
fCErl:Ai = Cl/ii < EED DATa VALUE S5IZE i i+=EED MIN PFROG 3IZE)

There are read functions after breakpoint 6 that are responsible for reading the EEE. This will read the
record with a specified data and address.

This demonstration program will complete by erasing the D-flash sectors and will end in the while loop.

MC9S12HY-Family Demonstration Lab Training, Rev. 0
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00400 FF FF FF FF ... tadl (I #loosoc 77 oFr PR PR ¢

00404 FF FF FE FE ... 00504 00SED F 00§F0 FF FF FF FF
00408 FF FF FF FE ... — |l o0s0 —[WoosES F —Wonsrs s FF
0040C FF FF FE FE ... 00500 005ES F FF
00410 FF FF FF FF .... 0510 I 003E T TF
00414 FF FF FF FE  .... 00514 FE 00SF0 F a0 T FT
00415 FF FF FF FF ... 00518 005F4 o 00704 FF FF FF FF
0041C FF FF FF FE ... 0051C 005F8 FF FF FF FF  .... 00702 FF FF FF FF
00420 FF FF FE FE ... 00520 FE 005FC FF FF FF FE  .... 0070C FF FF FF FF
00424 FF FF FF FE  .... 00524 00600 FF FF FF FF .... 00710 FF FF FF FF
00428 FF FF FF FE  .... 0052 0060 FF .... 00714 FF FF FF FF
0042C FF FF FE FF ... 00520 007128 FF FF FF FF
00430 FF FF FF FE  .... 00530 EFE 0071C FF FF FF FF
00434 FF FF FF FF  .... 00534 FE 00720 FF FF FF FF
00438 FF FF FF FE  .... 00538 00724 FF FF FF FF
0043C FF FF FF FF ... 00530 00728 FF FF FF FF
00440 FF FF FE FE ... 00540 FE 0072C FF FF FF FF
00444 FF FF FF FF .... 00544 00730 FF FF FF FF
00448 FF FF FF FF  .... 00548 00734 FF FF FF FF
0044C FF FF FF FF  .... 0054C 10732 FF FF FF FF
00450 FF FF FF FE ... 00550 0073C FF FF FF FF
00454 FF FF FF FE  .... 00554 00740 FF FF FF FF
00458 FF FF FF FE  .... 00553 : 00744 FF FF FF FF
0045C FF FF FF FE ... 0055C FF FF FF FF ... 00742 FF FF FF FF
00440 FF FF FF FF  .... +«|M00580 FF FF FF FE e we ~ Mlnn7ar FF FF OWFEF PR

3.3.9 Summary

The demonstration software has shown how to initialize the D-flash for EEE operation by producing active
and alternative sectors via the 'FSL InitEeprom' function. The functions for writing, 'FSL._ WriteEeprom'
and reading, 'FSL_ReadEeprom' are required to write/read the appropriate data and accompanying ID
records and hence emulate EEPROM. In an application it will be the two latter functions that will be relied
upon. Moreover, the software is capable of dealing with brownout events as well as dead sectors. For
developing applications with this code, it is advisable to read the EEE driver user's guide included
Emulated EEPROM software pack, available from www.freescale.com.

3.4 MSCAN Module

This lab example uses the MSCAN module in loopback mode to transmit and receive a byte of data using
standard length identifiers and four 16-bit filters. The status of the four switches, SW1 to SW4, is read and
transmitted by the MSCAN module. When the MSCAN module receives its own transmission, the data in
the message is read and displayed on the four LEDs.

When the MSCAN module is operated in loopback mode, no CAN signals are transmitted externally. Both
the Tx and Rx pins are held high.

3.4.1 Setup

The following steps should be completed before running the lab example:
1. Start CodeWarrior'™ by selecting it in the Microsoft Windows Start menu.

2. From the CodeWarrior main menu, select File > Open and select the SIZHY MSCAN Demo.mcp
file.

3. Click on the Open button. The project window will open.

4. The C code of this demonstration is contained within the main.c file. Double-click on the file to
open it.
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5. From the main menu, select Project > Debug. This will compile the source code, generate an
executable file, and download it to the demo board.

6. A new debugger environment will open. After the download to the demo board is completed, close
the debugger environment.

3.4.2 Instructions

Follow these instructions to run the lab example:
1. Hit RESET. The MSCAN demo software will begin execution.

2. Press various combinations of the SW1, SW2, SW3, and SW4 switches. The LEDs should match
their configuration.

3.4.3 Summary

The MSCAN module is a serial data bus communication controller implementing the CAN 2.0A/B
protocol as defined in the Bosch specification dated September 1991. It is not limited to automotive
applications and is suited to wide variety of uses that require reliable communications.

For further information on the MSCAN module, refer to the following documentation that is available at
www.freescale.com.

» Application note titled Using MSCAN on the HCS12 Family (document AN3034)

* MC9SI2HY64 Reference Manual (document MC9S12HY 64RM)

3.5 PWM Module

This lab provides an example of how to setup and use the PWM module to create a 50% duty cycle output
with different polarity and alignment settings. This behavior is best illustrated if all of the PWM signals
can be displayed simultaneously on a four channel oscilloscope.

3.5.1 Setup

The following steps should be completed before running the lab example:
1. Start CodeWarrior ™ by selecting it in the Windows Start menu.

2. From the CodeWarrior main menu, select File > Open and select the S1IZHY PWM Demo.mcp
file.

3. Click on the Open button. The project window will open.

4. The C code of this demonstration is contained within the main.c file. Double-click on the file to
open it.

5. From the main menu, select Project > Debug. This will compile the source code, generate an
executable file, and download it to the demo board.

6. A new debugger environment will open. After the download to the demo board is completed, close
the debugger environment.
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3.5.2 Instructions

In order to give access to PWM signals on the J1 header, the software re-routes PWM][3:0] from PP[3:0]
to PS[7:4].

Follow these instructions to run the lab example:

1. Hit RESET. The code should run and re-route the PWM channels. The PWM module should output
50% duty cycle signals on ports PS7T-PS4.

2. Try probing all four signals simultaneously if possible. This allows the difference in settings such
as center alignment and polarity to be more apparent.

3.5.3 Summary

The PWM is a common module on many microcontrollers. It often finds use in applications that have a
need to vary frequency or intensity, such as with lighting.

For further information on the PWM module, refer to the following documentation that is available at
www.freescale.com.

* MC9SI2HY64 Reference Manual (document MC9S12HY 64RM)

3.6 S12HY Low Power Modes

In addition to the default Run mode, the MC9S12HY has three low power modes, Wait, Pseudo Stop, and
Stop.

Wait mode is similar to Run mode except that CPU execution is halted and it is possible to selectively
disable some modules so that only necessary modules are clocked.

For lower power consumption, Pseudo Stop mode halts the bus clock, but the external oscillator continues
to run.

Stop Mode disables the external oscillator for the lowest power consumption.
This lab example shows how to enter each mode and the differences between them.

The table below summarizes the signals present in each mode.

Mode Bus Clock External Oscillator
Run Y Y
Wait Y Y
Pseudo Stop N Y
Stop N N

The changes in the MCU operating mode can be observed via the LEDs and by monitoring the ECLK
signal (Bus clock) and EXTAL signal (Crystal) on an oscilloscope.

Care should be taken to probe ECLK and EXTAL separately to avoid adding extra noise to the signals.

MC9S12HY-Family Demonstration Lab Training, Rev. 0
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3.6.1

Setup

The following steps should be completed before running the lab example:

3.6.2

1.
2.

Start CodeWarrior ™ by selecting it in the Microsoft Windows Start menu.

From the CodeWarrior main menu, select File > Open and select the SIZHY Low Power
Modes.mcp file.

Click on the Open button. The project window will open.

The C code of this demonstration is contained within the main.c file. Double-click on the file to
open it.

From the main menu, select Project > Debug. This will compile the source code, generate an
executable file, and download it to the demo board.

A new debugger environment will open. After the download to the demo board is completed, close
the debugger environment.

The bus clock speed is represented on pin 59 PH2/ECLK. The ECLK signal is equivalent to the
MCU bus speed and can be monitored by attaching an oscilloscope probe to pin 23 of the DS1
header.

The oscillator can be monitored by attaching a scope probe to the EXTAL side of the Y1 crystal.

Instructions

Follow these instructions to run the lab example:

1.

Hit RESET. The MCU is now operating in Run mode. The LEDs will flash indefinitely indicating
the MCU is in Run mode.

Monitor the ECLK signal on the oscilloscope. ECLK represents the bus clock. A 32 MHz square
wave should be observed.

Monitor the EXTAL signal on the oscilloscope. EXTAL indicates that the crystal oscillator is
running. An 8 MHz sine wave should be observed.

Hit RESET whilst pressing down SW1. LED1 will flash twenty times indicating Run mode and
then the MCU will enter into Wait mode. Pressing SW4 causes the MCU to exit Wait mode back
into Run mode. LED1 will flash twenty times before the MCU returns into Wait mode again.

. Monitor the ECLK signal on the oscilloscope. The 32 MHz square wave representing the bus clock

will be present in both Run and Wait modes.

Monitor the EXTAL signal on the oscilloscope. In both Run and Wait modes, an 8 MHz sine wave
should be observed indicating that the external oscillator continues to operate in Wait mode.

Hit RESET whilst pressing down SW2. LED1 will flash twenty times indicating Run mode and
then the MCU will enter into Pseudo Stop mode. Pressing SW4 causes the MCU to exit Pseudo
Stop mode back into Run mode. LED1 will flash twenty times before the MCU returns into Pseudo
Stop mode again.

Monitor the ECLK signal on the oscilloscope. The 32 MHz square wave representing the bus clock
is only present in Run mode. In Pseudo Stop mode, the bus clock is stopped to save power.
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9. Monitor the EXTAL signal on the oscilloscope. In both Run and Pseudo Stop modes, an 8§ MHz
sine wave should be observed indicating that the external oscillator continues to operate in Pseudo
Stop mode.

10. Hit RESET whilst pressing down SW3. LED1 will flash twenty times indicating Run mode and
then the MCU will enter into Stop mode. Pressing SW4 causes the MCU to exit Stop mode back
into Run mode. LED1 will flash twenty times before the MCU enters returns into Stop mode again.

11. Monitor the ECLK signal on the oscilloscope. The 32 MHz square wave representing the bus clock
is only present in Run mode. In Stop mode, the bus clock is stopped to save power.

12. Monitor the EXTAL signal on the oscilloscope. The 8 MHz sine wave is only present in Run mode.
In Stop mode, the external oscillator is stopped to save power.

3.6.3 Summary

The MCO9S12HY Family can be configured in a variety of ways to achieve low power consumption. The
three low power modes offer different solutions for user applications.

For further information on low power modes, refer to the following documentation available at
www.freescale.com.

» Application note titled Low Power Management Using HCS12 and SBC Devices (document
AN2461)

* MC9SI2HY64 Reference Manual (document MC9S12HY 64RM)

3.7 MMC Program Flash Paging Window

The MC9S12HY 64 has Flash memory of 64 KB. Whilst this amount of memory can be addressed by the
16-bit MC9S12HY 64 MCU, there is insufficient local address space to accommodate all of the Flash
memory, the RAM memory, and the register space. Instead, a paging system which maps 16 KB blocks of
memory into the local memory map from address 0x8000 to OxBFFF is used.

This lab example shows how to use the paging capability of the MMC module to access global memory
addresses within the local memory map.

3.7.1 Setup

The following steps should be completed before running the lab example:
1. Start CodeWarrior'™ by selecting it in the Microsoft Windows Start menu.

2. From the CodeWarrior main menu, select File > Open and select the S1I2ZHY MMC Demo.mcp
file.

3. Click on the Open button. The project window will open.
The C code of this demonstration is contained within the main.c file. Double-click on the file to
open it.

5. From the main menu, select Project > Debug. This will compile the source code, generate an
executable file, and download it to the demo board.

6. A new debugger environment will open. Do not close the debugger environment.
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3.7.2

Instructions

Follow these instructions to run the lab example:

The Memory window in the debugger environment is configured to show the first few locations

of the P-flash window at address 0x8000.

= Memory

=10 %]

| [ Ao

0000 oo o0 0
03003
0z010
03018
03020
03028
03030
030338
03040
03043 00 00 O

|
Al
|

Register (PPAGE).
laix
[ HC1Z | | Auto
D n o [0 B [0
1IX [Doz1  1¥ o
1e [ soo0  Pc [soon| EERGE [ o
sp  [s0ep  ccm [ sgEINZVC

Start the software by clicking on the Run =/ button.

When the software hits the first breakpoint, examine the contents of the Memory and Register
windows. The PPAGE register is set to OC and the P-flash window shown in the Memory window

displays the contents of PPAGE 0C.

£ Register =10 x|
| HC12 | | Auto
D c & o B C
I¥ |Do31  I¥ i
1P | 5005 BC[soo0s  PRAGE | G
5P J0FD CCR | SEHINZVC
[ Memory ;|g|5|
| [ Auto [
08000 30 43 20 50 50 41 47 45 -]
08008 20 30 43 20 30 30 41 47 _J
08010 45 20 30 43 20 30 50 41
0s01E 47 4 S0 50
05020 4 3 20 3 20 30
058028 ! 45 20 30 43 20
08030 30 30 41 47 45 20 30 43
08038 FF FF FE FEFFF .uuuiuanns
05040 FE FEFFFF .uueanns
08048 FE FFFFF .uueanns j
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5. Hit the Run button and observe the Memory and Register windows at the next breakpoint.

6. Now the PPAGE register is set to 0D and the P-flash window shown in the Memory window
displays the contents of PPAGE 0D.

—Ioix

[ HC1Z2 | | Auto

D [ o =& [0 B [o

I¥ |Do31  IY i

1P | so0a  Bo[soos PRAGE | D
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08048 FF FF FF FF FF FE FE FF  vovvvnn. =

7. Hit the Run button and observe the Memory" and "Register" windows at the next breakpoint.

8. Now the PPAGE register is set to OE and the P-Flash Window shown in the "Memory" window
displays the contents of PPAGE OE.
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9. Hit the Run button and observe the Memory and Register windows at the next breakpoint.

10. Now the PPAGE register is set to OF and the P-flash window shown in the Memory window
displays the contents of PPAGE OF.
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11. Hit the Run button and the software will loop back to return the PPAGE register to 0C. The
contents of PPAGE 0C can be seen in the Memory window.

3.7.3 Summary

The MMC module can be used to expand the accessible amount of memory of the MC9S12HY 64 MCU
by paging the expanded global memory into a window in local memory.

For further information on the MMC module, refer to the following documentation available at
www.freescale.com.

* MC9SI2HY64 Reference Manual (document MC9S12HY 64RM)

3.8 ADC Module

This lab example shows how to use the ADC module to perform single conversions, continuous
conversions, and automatic compare. The ADC conversion results are output on a terminal window via the
RS-232 port.

3.8.1 Setup

The following steps should be completed before running the lab example:

Start CodeWarrior ™ by selecting it in the Microsoft Windows Start menu.

From the CodeWarrior main menu, select File > Open and select the SIZHY ADC Demo.mcp file.
Click on the Open button. The project window will open.

b

The C code of this demonstration is contained within the main.c file. Double-click on the file to
open it.

5. From the main menu, select Project > Debug. This will compile the source code, generate an
executable file, and download it to the demo board.
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6. A new debugger environment will open. After the download to the demo board is completed, close
the debugger environment.

7. The ADC conversion result is sent to the RS-232 port (baud rate = 9600, data bits = 8, parity = N,
stop bits = 1, Flow control = Hardware). Open a terminal window on the PC with this
configuration.

3.8.2 Instructions

Follow these instructions to run the lab example:

1. Hit RESET. The ADC will perform a single 12-Bit conversion on PADO0O. To perform another
conversion press SW4.

2. Vary the conversion result by turning potentiometer RV1 on PADOO and observe the changes in the
terminal window.

3. Hit RESET whilst pressing down SW1. The ADC will perform continuous 8-bit conversions on
PADOO.

4. Vary the conversion result by turning potentiometer RV1 on PADOO and observe the changes in the
terminal window.

5. Hit RESET whilst pressing down SW2. The ADC will perform continuous 12-bit conversions on
PADOO0 and compare the result to see if it is higher than Ox07FF. Whilst the comparison is true,
LEDI on the demo board will flash.

6. Vary the conversion result by turning potentiometer P501 on PAD0O and observe the result in the
terminal window. Notice how LED1 only flashes when the result is greater than 0x07FF.

3.8.3 Summary

The ADC module is highly autonomous with an array of flexible conversion sequences and resolution. It
can be configured to select which analogue source to start conversion on, how many conversions to
perform, and whether these should be on the same or multiple input channels. An automatic compare can
be used to liken the conversion result against a programmable value for higher than or less than/equal to
matching. Any conversion sequence can be repeated continuously without additional MCU overhead.

For further information on the ADC module, refer to the following documentation available at
www.freescale.com.

* Application note titled An Overview of the HCS12 ATD Module (document AN2428)

* MC9S12HY64 Reference Manual (document MC9S12HY 64RM)

3.9 Timer Module

This lab example shows how to use the Timer module to perform output compare and input capture. In
case an oscilloscope is unavailable, the LEDs associated with Port R on the DEMO9S12HY 64 board are
used to indicate port toggles due to an output compare match, or a successful input capture.
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3.9.1

Setup

The following steps should be completed before running the lab example:

1.
2.

3.9.2

Ensure that the LED4 and POT jumpers on JP14 have been removed.

Connect the potentiometer output (pin 18 on JP14) to Port R3 (pin 7 on JP14). This will allow the
potentiometer RV1 to provide stimulus to the input capture function on IOC1_7.

Start CodeWarrior ™ by selecting it in the Microsoft Windows Start menu.

From the CodeWarrior main menu, select File > Open and select the SI2ZHY Timer Demo.mcp
file.

Click on the Open button. The project window will open.

. The C code of this demonstration is contained within the main.c file. Double-click on the file to

open it.
From the main menu, select Project > Debug. This will compile the source code, generate an
executable file, and download it to the demo board.

. A new debugger environment will open. After the download to the demo board is completed, close

the debugger environment.

Instructions

In order to drive LEDs directly from Timer output channels, the software re-routes the Timer 0 channels
I0CO_7 and IOCO 6 from Port T7:6 to Port R1:0. In addition, to allow a connection to an input capture

channel, the software also re-routes Timer 1 channel IOC1_7 from Port T3 to Port R3. The re-routing also
gives the user access to the signals on the J1 header

Follow these instructions to run the lab example:

1.
2.

Hit RESET. The code should run and re-route the Timer channels.

Timer 0 will perform output compares on channels IOCO_7 (Port R1 re-routed from Port T7) and
I0CO_6 (Port RO re-routed from Port T6). When a compare match occurs on IOC0O_7, Port R1 will
toggle. When a match compare occurs on IOCO 6, Port RO will toggle.

Timer 1 will perform input capture on both rising and falling edges on channel IOC1_7 (Port R3

re-routed from Port T3).

Use an oscilloscope to view the toggling Timer 0 channels IOC0_7 and IOCO 6 on Port pins R1

and RO (J1 header pins 11 and 9). In case an oscilloscope is not available, the LEDs associated with
Port R1 (LED2) and Port RO (LED1) toggle in sync with the Timer channels.

. Use the potentiometer RV1 to create rail to rail rising and falling edges on Timer 1 channel

10C1 7.

To ensure the input capture is detecting edge transitions, observe LED3 toggles with each rising or
falling edge.
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3.9.3 Summary

The timer is a very useful module in that it provides a trigger for events to occur at a specific time, or
captures when events have occurred. It is very important in the scheduling of repetitive actions and
contains a variety of special functions, such as pulse accumulation.

For further information on the timer module, refer to the following documentation available at
www.freescale.com.
* MC9SI2HY64 Reference Manual (document MC9S12HY 64RM)

3.10 SCI Communications

This lab example shows how to configure the SCI module to transmit and receive data using different baud
rates.

3.10.1 Setup

The following steps should be followed before running the lab example:
1. Ensure that both the BCOM_EN jumpers on JP11 have been removed.
2. Start CodeWarrior™ by selecting it in the Microsoft Windows Start menu.
3. From the CodeWarrior main menu, select File > Open and select the SI2ZHY SCI Demo.mcp file.
4. Click on the Open button. The project window will open.

3.10.2 Instructions

Follow these instructions to run the lab example:

1. The C code of this demonstration is contained within the main.c file. Double-click on the file to
open it.
2. Configure the variable "Baud Rate" to 9600 and make sure all other options are disabled.

volid main{woid) {
char RegisterCase;
un=igned int BaudRateFrescaler. =.v:

un=igned long Baud_FRate = 9600
£ un=signed long Baud Rate = :
A un=igned long Baud_Rate = 38400;
£ un=signed long Baud_FRate =

3. From the main menu, select Project > Debug. This will compile the source code, generate an
executable file, and download it to the demo board.

4. A new debugger environment will open.

5. The software uses the RS-232 port to interact with the user. Open a terminal window (baud rate =
9600, data bits = 8, parity = N, stop bits = 1, Flow control = Hardware) to see the RS-232 port data.

6. Hit F5. The code will begin execution, configuring the SCI to the selected baud rate. It's status can
be confirmed on the terminal window.

7. The SCI register configurations can be confirmed by selecting an option displayed on the terminal
window. Select some options and observe the SCI register configurations.
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8. Repeat steps 2 to 9 for baud rates of 19200, 38400 and 57600. Alternatively, modify the definition
of variable "Baud Rate" for a user configured baud rate.

3.10.3 Summary
The SCI module can be used to communicate with peripheral devices or other MCUs.
For further information on the SCI module please refer to the following documentation which is available

at www.freescale.com.

* Application note titled Serial Communication Interface as UART on HCS12 MCUs (document
AN2883)

* MC9SI2HY64 Reference Manual (document MC9S12HY 64RM)

3.11  SPI Communications

This lab example shows how to set up and use the SPI module in master mode to transmit an incrementing
byte of data.

As there is only one SPI module available on the DEMO9S12HY 64 board, this example is limited to
transmitting data only. When an SPI master transmits data to an SPI slave, data is usually received
simultaneously, synchronized by a serial clock.

3.11.1 Setup

An oscilloscope and three scope probes are required for this demo. The following steps should be
completed before running the lab example.

1. Start CodeWarrior™ by selecting it in the Microsoft Windows Start menu.

2. From the CodeWarrior main menu, select File > Open and select the SI2ZHY SPI Demo.mcp file.

3. Click on the Open button. The project window will open.

4. The C code of this demonstration is contained within the main.c file. Double-click on the file to
open it.

5. From the main menu, select Project > Debug. This will compile the source code, generate an
executable file, and download it to the demo board.

6. A new debugger environment will open. After the download to the demo board is completed, close
the debugger environment.

7. Attach scope probes to signals PS4, PS6, and PS7 on header J1.
8. Configure the oscilloscope to trigger on the falling edge of PS7.

3.11.2 Instructions

Follow these instructions to run the lab example:

1. Hit RESET. The code will begin execution, configuring the SPI to transmit an incrementing byte
of data at a baud rate of 15.625 kbits/s.
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2. Monitor the SPI transmission on the oscilloscope to see the relationship between Slave Select
(PS7), data transmitted on MOSI (PS4), and the Serial Clock (PS6) signals.

3.11.3 Summary

The SPI module can be used to allow duplex synchronous serial communication between peripheral
devices and the MCU.

For further information on the SPI module, refer to the following documentation available at
www.freescale.com.

» MC9S12HY64 Reference Manual (document MC9S12HY 64RM)

3.12 Motor Control Module

This demonstration code has been constructed to explain how to set up the motor control module and
operate an external stepper motor. In order to operate this demo, the user will require connecting an
external motor to PTUO-3.

3.121 Setup

1. Connect a stepper motor to Motor 0 pins, PTU0-3 -J3 on the demo board.
2. Start CodeWarrior ™ by selecting it in the Microsoft Windows Start menu.

3. From the CodeWarrior main menu, select File > Open and select the SIZHY_MC_DEMO.mcp
file.

Click on the Open button. The project window will open.

5. The C code of this demonstration is contained within the main.c file. Double-click on the file to
open it.

6. From the main menu, select Project > Debug. This will compile the source code, generate an
executable file, and download it to the demo board.

The motor control module is set up via the 'MC init' function where the motor control registers are
configured. The module can be set to operate in various modes; in this case it is operated in dual full
H-bridge, which is ideal for controlling stepper motors. The physical set-up of the motor requires 4
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connections, whereby each PWM channels has two connections. See SI2HY reference manual, section
17.4.1.1.1, “Dual Full H-Bridge Mode.”

PWHN Channel x mncop 3
MnCoM (] Motar n, Coil 0

/ Mator n, Coil 1

MnC1P [ F—
MnC1M [

FWh Channel x + 1

Figure 3. Dual full H-bridge configuration

3.12.2 Instructions

This is a self-contained example in which the user requires no intervention. On running the program, the
motor will initialize by returning to zero (RTZ) position. The motor is simply controlled by adjusted the
potentiometer RV1 on the board.

3.12.3 Summary

This demonstration has shown that it is possible to control the movement of a stepper motor and this basic
example can be applied to many types of applications.

3.13 LCD Module

The demonstration code incorporates an example of an odometer display and trip meters, which
increments in real time. There are also other common items displayed and updated on the LCD to emulate
a dashboard unit display. This document serves to describe the software and explain the operation of the
LCD module.

3.13.1 Setup

1. Start CodeWarrior'™ by selecting it in the Microsoft Windows Start menu.

2. From the CodeWarrior main menu, select File > Open and select the SI2ZHY_LCD_DEMO.mcp
file.

3. Click on the Open button. The project window will open.

4. The C code of this demonstration is contained within the main.c file. Double-click on the file to
open it.

5. From the main menu, select Project > Debug. This will compile the source code, generate an
executable file and download it to the demo board.

In order to begin using the LCD, the pins which operate the front-planes and backplanes must be
configured. This is made easy for the user because when the LCD module is enabled, performed in the
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LCD _Init function, the 44 pins will output an LCD driver waveform based on the DUTY and BIAS
settings in LCDCRO.

woid LCD init()

{

CONEFIG CLESOURCE( ) SoConf igure clock source
SET_ILCDCEL_REG(): <<Configure operation in stopswait
SET LD FEAME FEEQU({ ) ; SoConfigure  frame frequncy
SET_DUTY( )

SET BIAS();

EMAELE _FF(): ssEnable Frontplanes

ENABLE LCDEOH): <<Enable LCD

1

Figure 4. LCD initialization functions

The frequency at which the LCD glass should be operated at will be given by the glass manufacturer and
in the case of this demo it is 61 Hz. This is obtained by setting the frame frequency via the LCD clock
prescaler bits. Table 16-8 of the SI2ZHY/HA reference manual provides some information of LCD clock
vs. frame frequency.

The LCD module has a dedicated 20 bytes of RAM at 0x208 which contains the data that is displayed on
the 160 segment LCD. This LCD RAM interfaces with the internal address and data buses of the MCU.
During any type of power cycle, the contents of the RAM can be indeterminate, therefore it is
recommended to set the 20 bytes of RAM to a known state prior to exercising it.

3.13.2 Instructions

This is a self-contained example, in which the user requires no intervention. On program start-up, the LCD
displays 'SI2HY"' and will proceed into a never-ending for loop, which is responsible for the updating and
animation of the LCD display.

A port interrupt has also been used on analog ports that are connected to the switches. On pressing SW1
on the hardware, this allows the user to switch the LCD numerical display between ODO, TRIPA, and
TRIPB.

3.13.3 Summary

This demonstration has shown that controlling the LCD is a matter of updating the dedicated RAM and
manipulating the backplane and frontplane pins. This demonstration does not save the information during
power down, so the user will find the odometer and trip information have been reset. A further exercise to
this example would be to use the emulated EEPROM driver, available freely from Freescale, to enable
recovery of this information, and by continuously reading and writing the data to the device's D-flash.

4 Conclusion

The S12HY Family of MCUs offers the enhanced features of 16-bit performance at the value of 8-bit
MCUs. The S12HY family bridges the gap between 8- and 16-bit MCUs and serves as an entry point into
Freescale's 16-bit family offerings, giving customers the flexibility to enhance or cost reduce their
applications.
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The S12HY family is ideal for a wide range of central body control applications, such as low-end
instrument clusters, window lifts, seat controllers, sunroofs, door modules, low-end Anti-lock Brake
Systems (ABS), Electronic Power Steering (EPS), and watchdog control.

A zip file, AN4021SW.zip, containing the complete CodeWarrior projects for the lab examples
accompanies this application note. The file can be downloaded from www.freescale.com.

5 References

The following material is available at www.freescale.com.

Software Development Tools
*  CodeWarrior for HCS12(X) Microcontrollers

Application Notes
» Application note titled Stepper Stall Detect Software for SI2HY (document AN4024)
» Application note titled XGATE Library: TN/STN LCD Driver (document AN3219)

* Application note titled Comparison of the SI2XS CRG Module with S12P CPMU Module
(document AN3622)

* Application note titled Using MSCAN on the HCS12 Family (document AN3034)
» Application note titled PWM Generation Using HCS12 Timer Channels (document AN2612)
» Application note titled An Overview of the HCS12 ATD Module (document AN2428)

* Application note titled Serial Communication Interface as UART on HCS12 MCUs (document
AN2883)

» Application note titled Low Power Management Using HCS12 and SBC Devices (document
AN2461)
Reference Manual
* MC9SI2HY64 Reference Manual (document MC9S12HY 64RM)
*  Automotive Cluster Demo Guide (document SI2HY64ACDUG)

Useful Information
* Tips for driving LCDs
* S12HY64 Video Demonstration
* Emulated EEPROM software driver
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